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In this paper, a deep learning framework combined with isogeometric analysis (IGA for
short) called IGA-Reuse-Net is proposed for efficient reuse of numerical simulation on a set
of topology-consistent models. Compared with previous data-driven numerical simulation
methods only for simple computational domains, our method can predict high-accuracy
PDE solutions over topology-consistent geometries with complex boundaries. UNet3+
architecture with interlaced sparse self-attention (ISSA) module is used to enhance the
performance of the network. In addition, we propose a new loss function that combines
a coefficients loss and a numerical solution loss. Several training datasets with topology-
consistent models are constructed for the proposed framework. To verify the effectiveness
of our approach, two different types of Poisson equations with different source functions
are solved on three datasets with different topologies. Our framework can achieve a
good trade-off between accuracy and efficiency. It outperforms the physics-informed neural
network (PINN for short) model and yields promising results of prediction.

© 2022 Elsevier B.V. All rights reserved.

1. Introduction

Isogeometric analysis (IGA for short) method proposed by Hughes et al. [Hughes et al. (2005)], offers a methodology 
of seamless integration of numerical simulation and geometric modeling. However, computational efficiency is one of the 
major challenges in the current development of IGA. High-order spline basis functions are often employed to achieve smooth 
solution fields with high continuity, which however also increases the computational cost in the step of filling stiffness 
matrices [Xu et al. (2017)]. In this paper, we propose a novel method for analysis reuse in IGA on geometries with similar 
semantic features, by which the computational efficiency can be significantly improved. The physical analysis on a family of 
products having the same topology but different shapes can benefit from this technique to generate results in a very efficient 
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way. More interestingly, this method can be employed in the shape optimization routine as the inner loop to generate a 
function-driven inverse design.

In recent years, deep learning has developed rapidly and has shown excellent performance in various fields such as image 
processing, computer vision and natural language processing. The power of deep neural network (DNN) lies in its universal 
approximation theory [Hornik et al. (1989)], which allows DNN to approximate a function with high precision by a set of 
nonlinear operations. Given its high performance and powerful functionality, deep learning is increasingly being applied to 
other areas of science and engineering – such as solving partial differential equations (PDEs).

In 2005, it was proposed to solve PDEs by combining Finite Element Method (FEM) and machine learning [Ramuhalli et al. 
(2005)], but at this time it is more from the traditional simulation methods to find the law and then apply to the multi-layer 
sensor (MLP), does not take full advantage of neural networks. But with the rapid development of deep learning, and the 
support of frameworks such as tensorflow [Abadi et al. (2016)] and pytorch [Ketkar (2017)], there have been a number of 
papers in recent years that effectively use DNN to solve PDEs [Anitescu et al. (2019)], such as PINNs proposed by [Raissi 
et al. (2019)], using automatic differentials of the tool library to calculate the derivatives of the output of neural networks 
to inputs. Thus, a loss function based on PDEs is constructed. At the same time, the Convolutional Neural Network (CNN), 
which has made great progress in computer vision, has attracted attention, and people are beginning to use CNN to solve 
PDEs. [Yao et al. (2019)] proposed FEA-Net, which uses the CNN architecture by treating the source function of PDEs on the 
rectangular mesh as an image process.

In this paper, a deep learning method combined with IGA is studied to solve the Poisson equation on the topology-
consistent B-spline models. There are many advantages to solving PDEs with IGA, one of which is to use high-order 
basis functions to construct smooth solutions with high continuity, but this will increase computational costs when fill-
ing the stiffness matrix. In [Xu et al. (2017)], the authors proposed a framework of computation reuse in IGA on a set of 
topology-consistent models. With the help of this method, evaluation on the stiffness matrix and imposition of the boundary 
conditions can be pre-computed and partially reused for models having consistent parameterization, and the computation 
efficiency similar to classical finite element method can be achieved for IGA on these models. However, this method still 
needs to solve a large linear system [Xu et al. (2017)], and it is a challenging problem to realize completely analysis-reuse 
for IGA simulation problems over a large set of CAD models. Therefore, it is necessary to propose a method of analysis-reuse 
in IGA on topology-consistent models using deep learning. Applications that could benefit from this study include (1) nu-
merical simulation on a series of geometries with different shapes but the same topology, and (2) real-time simulation of 
geometry with changing boundaries. The main contributions of this paper are summarized as follows:

• A deep learning framework combined with IGA called IGA-Reuse-Net is proposed for efficient reuse of numerical simu-
lation on a set of topology-consistent B-spline planar parameterizations. Compared with previous data-driven numerical 
simulation methods only for simple computational domains, such as the PINN method, our method can predict more 
accurate PDE solutions over topology-consistent geometries with complex boundaries.

• UNet3+ architecture with ISSA module is proposed to enhance the performance of the network. A coefficients loss and 
a numerical solution loss, which are combined as the loss function for network training is proposed.

• Several training datasets with topology-consistent models are also constructed for the proposed framework. The pro-
posed framework can achieve a good trade-off between accuracy and efficiency. It outperforms the widely used PINN 
model and yields promising prediction results.

The structure of this paper is organized as follows. Section 2 introduces the related work on solving PDEs using deep 
learning. Section 3 introduces the proposed framework in detail including the generation of dataset, the selection of network 
architecture, and the design of loss function. The effectiveness and the efficiency of our method have been verified by 
experimental tests in Section 4. Section 5 concludes our paper and outlines the future work.

2. Related work

There has been a long history of interest in solving PDEs using neural networks, and as early as the 1990s, it is suggested 
that PDEs could be solved in combination with traditional numerical methods and machine learning [Ramuhalli et al. (2005); 
Yao et al. (2019); Lagaris et al. (1998)]. They find out the rules from the traditional numerical methods and summarize 
expressions, and then construct linear solvers by connecting neurons and assigning parameters according to the expressions. 
As a result, the neural networks used in early work are mostly MLP, and the networks do not need to be trained at all.

With the development of machine learning, the emergence of various activation functions not only enhances the approx-
imation ability of the neural network, but also increases the depth of the network. Turbulence calculation, random PDEs and 
high-dimensional PDEs are all challenging problems in PDEs. [Ling et al. (2016)] and [Duraisamy et al. (2019)] have done 
some research on the use of DNN to solve turbulence problems. [Beck et al. (2019)] and [Raissi (2018)] use DNN to solve 
random PDEs and high-dimensional PDEs.

In addition, there are also some previous works to find a more general way to quickly solve a variety of PDEs. One of the 
works is PINNs proposed by [Raissi et al. (2019)]. PINNs uses the simplest full-connected network (FCN). With the automatic 
differential of the deep learning framework, PINNs can easily obtain the derivatives of the PDE’s solution to the physical 
coordinates of the geometry, which is used to construct the loss function according to the PDE. This method of constructing 
2
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loss functions based on PDE is called a physics-based approach. In addition, [Lu et al. (2021)] implements a Python library 
– DeepXDE based on PINNs to help us use PINNs easily.

At the same time, the full convolution model, which has made great progress in computer vision, has also received 
great attention. In addition to the above-mentioned use of FCN to solve PDEs, some works are also beginning to use CNN 
to solve PDEs. FEA-Net proposed by [Yao et al. (2019)] treats the source function of PDEs on the rectangular mesh as an 
image processing so that the CNN architecture can be used. They extract repeated calculations from the stiffness matrix 
as convolution cores, thus transforming the calculation of linear equations in FEM into convolutional operations of images. 
The iterative process in the numerical method is then implemented through a residual network of multiple convolution 
blocks. However, this method can only solve PDEs on the regular domain, and can not solve on geometries with complex 
boundaries.

[Gao et al. (2020)] proposes PhyGeoNet, a new CNN architecture based on physical constraints that solves PDEs on irreg-
ular domains and does not require numerical simulation solution as labeled data. PhyGeoNet introduces elliptic coordinate 
mapping, which implements the transformation from irregular computational domain to regular parameterization domain. 
And [Li et al. (2020)] uses the encoder-decoder based CNN to predict complex time-dependent behavior of the reaction 
diffusion system with different conditions. They also map the irregular physical domain to the regular parametric domain 
through parameterization, and then perform operations such as convolution on the parametric domain. But the network 
input variables are some settings of the PDEs in these works, and these works can only be trained for one geometry.

[Thuerey et al. (2020)] comes up with the idea of training network in a data-driven way that could predict the solution 
of Reynolds-average Navier-Stokes (RANS) on other airfoils the network had never seen before. After obtaining 1505 different 
airfoils, they construct a dataset by solving the RANS equation on these airfoils using the FEA library – OpenFOAM. This 
dataset is then used to train the network model of the UNet architecture. The inputs of the network are the [0, 1] represen-
tation of the airfoils and the free-stream velocity, and the outputs of the network are the pressure and velocity field on and 
around the airfoils.

The above-mentioned traditional numerical methods combined with the methods of solving PDE through deep learning 
are all based on FEA. Recently, some methods combining IGA have also appeared. [Li et al. (2021)] presents a graph neural 
network (GNN)-based deep learning model to learn the IGA-based material transport simulation and provide fast material 
concentration prediction within neurite networks of any topology. [Balu et al. (2019)] proposes a deep learning framework 
for the design and analysis of surgical bioprosthetic heart valves. This framework predicts the final deformations of the 
aortic valve and the valve coaptation area using the original undeformed geometry of the valve, the aortic pressure, and 
the material properties of the valve as input. This work performs the convolution operations on the control mesh of the 
input geometry, without any loss of geometric information, and obtains the displacement of each control point to obtain the 
deformation of the entire geometry. In this paper, we propose a more general framework for isogeometric analysis-reuse. 
A deep learning method combined with IGA is studied to solve PDEs on the topology-consistent B-spline parameterization 
with complex geometry.

3. Proposed method

In this section, we will present the framework of IGA-Reuse-Net, including the preliminaries, dataset generation and pre-
processing, IGA-Reuse-Net architecture, construction of loss functions and setting of training parameters and performance 
indicators.

3.1. Preliminary

In this paper, we focus on solving the Poisson equation, which appears in a variety of problems, including heat conduc-
tion, gravity, simulation of fluid flow, and electrodynamics. The general form of the Poisson equation is defined as follows:

−�φ = f , x ∈ �

Bφ = g, x ∈ � ⊂ ∂�

, (1)

where φ is an unknown function, � is a differential operator that represents the divergence of the gradient, f is the source 
function, B is a boundary operator, and g is a function defined on the boundary of the computational domain � ⊂ Rd . ∂�

represents its boundary, and � denotes the portion where the boundary conditions are applied.
In the framework of IGA, the computational domain � can be parametrized into G as

G(u, v) =
∑

i∈I

∑

j∈ J

Ri j(u, v)Pij (2)

where Rij is tensor product of the bivariate basis function of parametric domain �0 = [0, 1]2 [Cox (1972)], and {Pij} are the 
control points.

When using the IGA method for simulation analysis, we use the same set of basis functions {Rij} as those used in the 
modeling. The numerical solution of PDE over the computational domain � is then defined as
3
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Fig. 1. Three sets of topology-consistent B-spline models. Different patches are rendered in different colors.

φh(x, y) =
∑

i∈I

∑

j∈ J

Ri j
(
G−1(x, y)

)
uij (3)

where φh(x, y) is the numerical solution of the PDE, and {uij} are the coefficients to be solved.
The purpose of our work presented in this paper is to quickly predict the numerical solution of the Poisson equation 

on a complex geometry with consistent topology via deep learning framework. Firstly, we solve the Poisson equation on a 
set of topology-consistent geometries to obtain the corresponding IGA numerical solutions. Then, we use the dataset from 
the geometries and numerical solutions to train a neural network. The learned model can directly predict the numerical 
solution of the Poisson equation on other topology-consistent geometries.

Topology-consistent parameterization means that the topologies of the geometries are the same but allow variants in 
different shapes. In our framework, the input of the neural network is the coordinates of the control points {Pij}, and the 
output of the neural network is the coefficients {uij} of the numerical solutions. If we denote the operation of the neural 
network as Z , it can be represented as a function as

Û = Z(P ;�) (4)

where P ∈ R M×N , which includes the control points, and Û ∈ R M×N , which includes the coefficients predicted by the neural 
network. Then, the predicted numerical solution of the network can then be obtained as

φ̂h(x, y) =
∑

i∈I

∑

j∈ J

Ri j
(
G−1(x, y)

)
ûi j (5)

with {ûi j} extracted from Û .

3.2. Dataset generation and pre-processing

The method proposed in this paper is to train a CNN model in a data-driven manner. In order to generate the dataset 
for training, we need to make a set of models with consistent topology but large shape variations, and solve the Poisson 
equation on these models to obtain numerical solutions as labeled samples of a dataset. The detailed process is presented 
as follows.

Making a set of topology-consistent B-spline models In practice, we have generated three sets of 2D B-spline models 
with different topologies as shown in Fig. 1. The first set of models consists of 1575 human body models where each is 
composed of 15 bicubic B-spline patches with 4 × 4 control points as shown in Fig. 1(a). Each model is then randomly 
rotated into three other orientations for data augmentation. As a result, the final set contains 6300 models in total. The 
second set consists of 4000 flower models where each is composed of 5 bicubic B-spline patches with 5 × 5 control points 
as shown in Fig. 1(b). The third set of models consists of 5880 models with a hole (genus number as one) – see the 
examples shown in Fig. 1(c). Each model is composed of 4 bicubic B-spline patches with 5 × 5 control points.

Data normalization of B-spline models First, we need to normalize the B-spline models and limit them to the range of 
[0, 1]2. We firstly find the minimum and maximum values of each model’s x- and y-coordinates respectively, and calculate 
the scaling ratio s = 1/ max {xmax − xmin, ymax − ymin} to obtain the normalized coordinates (s (x − xmin) , s (y − ymin)).
4
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Fig. 2. Making the control points of the normalized B-spline model into a matrix.

Solving Poisson equation by IGA method After obtaining the normalized geometries, we solve the Poisson equation on 
these models, and obtain the IGA numerical solutions for each model. We perform h-refinement once on the parameter-
ization of human body models by knot insertion. For the set of flower models, we perform h-refinement twice to obtain 
a representation with 605 degrees of freedom. For the models with 1-genus, h-refinement is performed twice to obtain a 
representation with 484 degree of freedoms.

After obtaining the normalized geometries and the IGA solutions, we convert them into the input and output format 
required by the neural network. The network architecture employed in this paper is a CNN model, hence the control points 
{Pij} of the B-spline models and the coefficients {uij} in the IGA numerical solutions are converted into a matrix form as an 
image.

First, we extract the control points from the normalized B-spline models, as shown in the middle of Fig. 2 where the 
black dots represent the control points. Then according to a simple mapping ri j = ⌊

xij × M
⌋

i j , ci j = ⌊
yij × N

⌋
, the subscripts 

(ri j, ci j) in the M × N matrix are obtained by the coordinates (xij, yij) of the control points Pij . As shown in the right of 
Fig. 2, the black ‘x’ indicates that these positions are control points, and the remaining light-gray dots indicate the zero-
entries.

After obtaining the subscripts of all control points in the matrix, we fill in different values in the positions of the 
control points in the matrix to obtain matrices with different meanings. We fill 1 to obtain a 0 − 1 matrix representing 
the positions of the control points, and fill in the x-coordinate of the control points to obtain the x-coordinate matrix; the 
y-coordinate matrix can be obtained in a similar way. There is a one-to-one correspondence between the control points and 
the coefficients, so we can fill in the coefficients’ values to get the matrix of coefficients. The input data made by our method 
not only retains the basic shape of the geometry, but also the input geometry is accurate without any loss of information, 
because the input is the coordinates of the control points.

3.3. Network architecture

After the pre-processing steps presented in Section 3.2, the convolution operation can be used on the matrices of control 
points. Through multiple convolutions and nonlinear operations, a function Z can always be found, which represents the 
relationship between the control points P and the coefficients Û of numerical solution, as shown in formula (4).

The CNN model used in this paper is based on the UNet3+ architecture [Huang et al. (2020)], which is a more powerful 
network architecture improved from UNet [Ronneberger et al. (2015)] and UNet++ [Zhou et al. (2018)]. UNet3+ is a deep 
learning network with encoder-decoder architecture, and uses full-scale skip connections to combine low-level details with 
high-level semantics from feature maps in different scales, making full use of the feature information extracted at each 
stage. UNet3+ not only improves the accuracy of network prediction, but also improves the computational efficiency.

As shown in Fig. 3, including the input layer and the output layer, the network used in this paper consists of 12 layers 
and corresponding convolution blocks. Each convolution block has a similar structure: convolutional calculation, batch-
normalization, and a non-linear activate function. Among them, the Down-sampling operation includes max-pooling and a 
convolution block, and the Up-sampling operation includes the bilinear mode up-sample and a convolution block. The skip 
connections are represented by dotted lines in Fig. 3, and this module is composed of max-pooling or up-sample and a 
convolution block.

In addition to the classic UNet3+ architecture, we add a self-attention (SA) [Vaswani et al. (2017)] layer before the output 
layer. The SA mechanism, which is proposed to solve the problem of machine translation, has also been widely used in tasks 
based on the CNN architecture in recent years. Convolution is a local operation, so the CNN architecture needs to introduce 
SA to obtain the long-distance dependence of pixels to obtain more global features. In this paper, we introduce the ISSA 
module [Huang et al. (2019)], the accelerated SA module, which can effectively obtain global features and improve the 
accuracy of the network.

As shown in Fig. 3, the input size of the network is 1282 × 3, and the output size is 1282 × 1. We input the 0 − 1
matrix, x-coordinate matrix, and y-coordinate matrix of the control points into the network, and then through the encoding 
5
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Fig. 3. Network Architecture.

and decoding process and skip connections operation, finally we can output the coefficients matrix. The coefficient values 
are extracted from the coefficients matrix to construct a smooth and continuous predictive numerical solution φ̂h for the 
Poisson equation as the formula (5).

3.4. Loss functions

MSE Loss In deep learning, the most commonly used loss function for regression tasks is the mean square error (MSE), 
which is the mean value of squared errors between the predicted coefficients and the corresponding ground-truth coeffi-
cients across all data points. Its formula is defined below:

LM S E = 1

n

n∑

i=1

(
ŵi − wi

)2 (6)

where ŵi is the output of the network, wi is the ground truth, and n represents the number of data. In this paper, the 
value of n is 1282.

Coefficients Loss In our work, the output coefficients matrix has a large number of zero-entries. However, all we need 
is the coefficients. Since the MSE loss includes all the zero-entries, it will make the network take a lot of effort to fit 
these zero-entries during training. In other words, directly using LM S E as our optimization objective may harm the learning 
process. Hence, we propose a coefficients loss to measure the L1 distance between predicted coefficients and the ground 
truths. The coefficients loss is formulated as,

Lu = 1

m

m∑

i=1

∣∣ûi − ui
∣∣ (7)

where ûi denotes the predicted coefficient, ui denotes the coefficient in the IGA numerical solution obtained by an IGA 
solver, and m is the number of coefficients, i.e. the degree of freedom in the IGA framework. Lu only calculates the error 
between the coefficients and doesn’t consider the zero-entries. In this way, the neural network will concentrate on fitting 
the values of these coefficients, which is promising to improve the prediction accuracy.

Numerical Solution Loss In addition, the predicted coefficients should be linearly combined with B-spline basis func-
tions, and converted to a continuous and smooth numerical solution φ̂h , as shown in formula (3). Therefore, in the training 
stage, we additionally use a numerical solution loss, i.e.

Lφh = 1

S

S∑

k=1

∣∣∣φ̂h (xk, yk) − φh (xk, yk)

∣∣∣ (8)

where S represents the number of sampling points on the geometry. S is an important factor in the training of the network 
model. We therefore conduct a series of experiments to understand how S affects the performance. Corresponding results 
will be shown in Section 4.2.2.

Total Loss The aforementioned two loss functions Lu and Lφh focus on different aspects. Specially, Lu captures the 
characteristics of data and focuses on reducing the error of coefficients. In contrast, Lφh focuses on reducing the error of the 
numerical solution, which is specially designed for this task. Therefore, we combine these two loss functions for training. 
Our total loss is formulated as:

Ltotal = αLu + βL
 (9)
h

6
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Fig. 4. Visual display of the numerical solutions of the Poisson equations with different source functions on the human body models, flower models and 
models with 1-genus. (a) corresponds to f1 , and (b) corresponds to f2. (For interpretation of the colors in the figure(s), the reader is referred to the web 
version of this article.)

where α and β are weighting factors, which are both set to be 1 as default in all experiments.

3.5. Training settings and performance indicators

In our experiments, we choose ReLU as the activation function, the Adam optimizer is used to train the network model, 
and the learning rate is set to 0.0006. The number of training iterations is 40k. The batch size is set to 8. The number 
of sampling points S of each patch is 400. The self-made dataset is divided at a ratio of 8:1:1 to obtain a training set, a 
validation set, and a test set. In the process of making B-spline models in Section 3.2, we first obtain some basic models, and 
then transform them to generate more models in batches. Therefore, when dividing the dataset, we divide the basic models 
and their transformed models into the same dataset, so the geometries in the verification set and the test set are not seen 
by the network model, nor are they transformed from the training set. This division method ensures the authenticity of the 
prediction of the network model.

For the learned models, we need to test the absolute error of the coefficients, the absolute error of the numerical 
solution, the relative error of the numerical solution, and the posterior error of the Poisson equation. The calculation of the 
absolute error of the coefficients and the absolute error of numerical solution is the same as formula (7) and formula (8) in 
Section 3.4, they can reflect the role of the loss function. The relative error of the numerical solution is the relative error 
between the solution of the network prediction and the IGA numerical solution. It is convenient to compare the effects of 
different network models. The calculation formula is defined as follows:

er = 1

S

S∑

k=1

∣∣∣∣∣
φ̂h (xk, yk) − φh (xk, yk)

φh (xk, yk)

∣∣∣∣∣ (10)

Furthermore, we can derive an explicit expression of the posterior error of the Poisson equation,

ep = |�φ̂(x, y) + f (x, y)| =
∣∣∣∣∣
∂2φ̂(x, y)

∂x2
+ ∂2φ̂(x, y)

∂ y2
+ f (x, y)

∣∣∣∣∣ (11)

where f (x, y) is the source function in Poisson equation. The posterior error of PDEs can indicate whether the predicted 
solution can satisfy the laws of PDEs.

4. Experiments and discussions

In this section, we will show some experimental results and give some comparisons and discussions.
We solve two kinds of Poisson equations with different source functions f (x, y) on the three sets of different geometries:

−�φ(x, y) = f (x, y), (x, y) ∈ �

φ(x, y) = 0, (x, y) ∈ ∂�

, (12)

where � ⊂ R2, and the numerical solutions on the boundaries of the geometries are all designated as 0.
The first source function is a constant function f1 = 100, and the IGA numerical solution of this Poisson equation is 

shown in Fig. 4(a). We call the datasets made by solving the Poisson equation with the source function f1 on the human 
body models, flower models, models with 1-genus as human_ f1, f lower_ f1 and hole_ f1 respectively.

The second source function is a periodically changing function f2 = −100 × π2 × sin(2 × π × x), and the corresponding 
IGA numerical solution of Poisson equation is shown in Fig. 4(b). The datasets made by solving the Poisson equation with the 
source function f2 on the human body models, flower models, models with 1-genus are denoted as human_ f2, f lower_ f2
and hole_ f2 respectively.
7
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Table 1
Comparison of prediction errors of UNet and UNet3+ trained on human_ f1 and f lower_ f1.

Dataset Network Architecture Absolute Error of Coefficients Absolute Error of Solution Relative Error of Solution (%) Posterior Error

human_ f1 UNet 0.0385 0.0170 12.02 54.84
UNet3+ 0.0206 0.00952 7.05 37.34

f lower_ f1 UNet 0.0273 0.0163 4.06 37.70
UNet3+ 0.0144 0.00892 2.38 24.23

Table 2
Verification of the effect of the ISSA module on human_ f2 and f lower_ f2.

Dataset model Absolute Error of Coefficients Absolute Error of Solution Relative Error of Solution (%) Posterior Error

human_ f2 UNet3+ 0.130 0.0639 17.80 219.2
ISSA + UNet3+ 0.125 0.0583 16.06 213.9

f lower_ f2 UNet3+ 0.0876 0.0572 12.10 140.8
ISSA + UNet3+ 0.0860 0.0553 10.95 143.4

4.1. Experiments and discussions about network architecture

4.1.1. UNet vs. Unet3+
First, we compare UNet3+ with UNet, which is a strong baseline in various computer vision tasks. The UNet architecture 

follows the encoder-decoder architectures and has shown surprising performance in a large number of image-to-image 
translation tasks. UNet3+ improves UNet by adding full-scale skip connections for exploring more information. To verify our 
motivation of using UNet3+ in our task, we train the UNet model and UNet3+ model on datasets human_ f1 and f lower_ f1, 
respectively. Note that, including the input and output layers, UNet is composed of 15 layers, UNet3+ has 12 layers; and all 
the other experimental settings are the same.

We use the aforementioned four indicators (in Section 3.5) to evaluate performances of learned UNet and UNet3+ models 
on the testing set. The corresponding results are reported in Table 1. Obviously, UNet3+ model performs much better than 
UNet. On both test sets, UNet3+ achieves distinctly lower values of all the four test indicators, in contrast to UNet. Specially, 
UNet3+ reduces the value of each indicator by about 50%. Such achievements are mainly caused by the full-scale skip con-
nections in UNet3+, which are significant for dense predictions in our task. Notably, UNet also shows inspiring performance 
in this task. The relative errors of the numerical solutions predicted by UNet are 4.06% and 12.02% on the human_ f1 and 
f lower_ f1 test sets, respectively. Besides, UNet achieves low values in terms of the other three indicators.

In Fig. 5, we visualize the predicted solutions of UNet and UNet3+ on the two test sets, as well as their absolute and 
relative errors with IGA numerical solution. The visualization results of the first three columns in Fig. 5 are very close, 
indicating that both UNet and UNet3+ are suitable for our task. However, from the pairwise comparisons in the last four 
columns, there are more red areas (i.e. large errors) in the error map related to UNet, in contrast to the error map related 
to UNet3+. This comparison result indicates that the predictions of UNet3+ are more accurate than UNet.

Based on both the quantitative comparison (i.e. numerical performance indicators) and the qualitative results (i.e. the 
visualization images), we find that UNet3+ is superior in our task than UNet, demonstrating our motivation of using UNet3+ 
as the baseline.

4.1.2. Effect of ISSA
Although UNet3+ itself has shown excellent performance in our task, as reported previously, it lacks the long-distance 

dependence between different positions. Therefore, we use the ISSA module to globally model correlations between different 
correlations.

To analyze the impact of ISSA, based on the UNet3+ architecture, we perform experiments with and without ISSA module 
on human_ f2 and f lower_ f2, respectively. The corresponding results are shown in Table 2. As expected, the ISSA module 
decreases all the four indicators on both test sets. Specially, relative errors of the numerical solution decrease from 17.80%
and 12.10% to 16.06% and 10.95%, respectively, and the decrease ratio is about 9.5%. From the perspective of deep learn-
ing, such improvement is typically considered noticeable. These comparison results demonstrate that the ISSA module can 
effectively enhance the predictive ability of UNet3+.

4.2. Experiments and discussions about loss functions

4.2.1. Loss verification
In this paper, our full loss function, Ltotal , is a combination of the coefficients loss, Lu , and numerical solution loss, Lφh . 

In this section, we train our full model by separately using different loss functions in Section 3.4, and evaluate the learned 
models correspondingly, to verify the effectiveness of Ltotal . Specially, we use four loss functions, i.e. LM S E , Lu , Lφh , and 
Ltotal , to train our full model on human_ f1 and f lower_ f1, respectively. The errors of corresponding learned models on test 
sets are shown in Table 3.
8
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Fig. 5. Visualization of the predicted analysis-reuse results of UNet models and UNet3+ models trained on human_ f1 and f lower_ f1. From left to right, 
each row is: IGA numerical solution φh , UNet predicted solution φh

U , UNet3+ predicted solution φh
U 3, absolute error between φh

U and φh , absolute error 
between φh

U 3 and φh , relative error between φh
U and φh , relative error between φh

U 3 and φh .

Table 3
Comparison of the four loss functions on human_ f1 and f lower_ f1.

Dataset Loss Function Absolute Error of Coefficients Absolute Error of Solution Relative Error of Solution (%) Posterior Error

human_ f1 LM S E 0.0324 0.0151 13.00 53.93
Lu 0.0213 0.00983 7.67 36.56
Lφh 0.0289 0.0103 7.31 38.62
Ltotal 0.0206 0.00952 7.05 37.34

f lower_ f1 LM S E 0.0272 0.0170 4.78 39.07
Lu 0.0167 0.0114 2.69 23.96
Lφh 0.0170 0.00898 2.40 29.00
Ltotal 0.0144 0.00892 2.38 24.23

First, when using LM S E to train the network, the values of all performance indicators are low, as shown in Table 3. 
Specially, the relative errors of numerical solutions on these two test sets are 13% and 4.70%. In contrast to LM S E , using 
Lu to train the network will further reduce all errors by about 30% ∼ 40%, relatively. The reason why Lu achieves such 
performance improvements is that Lu only focuses on the error of coefficients in training. However, the error of zero-entries 
is calculated in LM S E , which may disturb the learning process.

When training the network with Lφh , similar to Lu , all four errors are reduced by about 30% ∼ 40%. Such performance 
improvements indicate that the numerical solution loss, which is specially designed for the task, is rather effective for 
guiding the training of the network.
9
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Fig. 6. Influences of the number of sampling points on performance, when the model is trained with Lφh . (a) Curves of four performance indicators vs. S
on human_ f1; and (b) Curves of four performance indicators vs. s on f lower_ f1. The abscissa of each picture is S , and the ordinate is the test indicator. 
The ordinates of each row from left to right are: absolute error of coefficients, absolute error of numerical solution, relative error of numerical solution, and 
posterior error of Poisson equation.

Since Lu and Lφh captures the characteristics of data and those of the task respectively, they have different impacts on 
performance. As shown in Table 3, the absolute error of coefficients related to Lu is lower than that related to Lφh ; while Lφh

leads to lower absolute and relative errors of the numerical solution, in contrast to Lu . As expected, if we train the network 
by using Ltotal , i.e. combining Lu and Lφh , we will obtain the lowest errors in terms of all the four test indicators. This 
achievement indicates that combining Lu and Lφh not only doesn’t affect each other’s training process, but also integrates 
their advantages. In other words, the benefits of Lu and Lφh are at least partially additive.

4.2.2. Influence of the number of sampling points
When introducing the loss function Lφh in Section 3.4, we mentioned that the number of sampling points S has an 

impact on training the network with Lφh . In this section, we conduct experiments to study the influence of the number of 
sampling points, S , on the performance of the network model with Lφh as the learning objective.

We conduct experiments on human_ f1 and f lower_ f1. For human body models, we sample points uniformly on each 
spline. There are 9 choices of sampling numbers, from 22 to 102. For flower models, there are 19 choices of numbers, from 
22 to 202. Correspondingly, we set different S , and perform 9 experiments on human_ f1 and 19 experiments on f lower_ f1. 
The corresponding results are shown in Fig. 6.

From Fig. 6, we can observe that: for different datasets and different test indicators, the broken lines first decline and 
then become stable. This trend indicates that if S increases within a certain range, the prediction errors decrease. However, 
beyond this range, increasing S will not affect the network prediction ability. The threshold is about 25 in the human body 
dataset, and about 144 in the flower dataset, which are basically the same as the number of coefficients to be fitted for 
each spline. In other words, when we train the network with Lφh , S of each spline must be no less than the number of 
coefficients to be fitted, so as to ensure the best training results.

4.3. Analysis-reuse results with IGA-Reuse-Net

Two kinds of Poisson equations with different source functions have been solved on the human body models and the 
flower models, and produced four datasets human_ f1, f lower_ f1, human_ f2, and f lower_ f2. These two functions are f1 =
100 and f2 = −100 ×π2 × sin(2 ×π × x). In this section, the IGA-Reuse-Net method is used to implement the analysis-reuse 
for these PDE problems, which are used to prove the effectiveness of the method in this paper.

4.3.1. Example 1
First, we use the method in this paper to solve the Poisson equation with f1 = 100 as the source function. We train the 

network of this paper on human_ f1 and f lower_ f1 respectively, and then use the optimal network models to predict the 
solution of the Poisson equation on other geometries that have not been seen by the model before. The values of the test 
indicators of the predictions are shown in the first part of Table 4. The visualization of the predicted solution and its errors 
with IGA solution is shown in Fig. 7.
10
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Table 4
Performance of IGA-Reuse-Net for the human body dataset and flower dataset.

Source function Dataset Absolute Error of 
Coefficients

Absolute Error of Solution Relative Error of Solution (%) Posterior Error

f1 = 100 human_ f1 0.0206 0.00952 7.05 37.34
f lower_ f1 0.0144 0.00892 2.38 24.23

f2 = −100 × π2 × sin(2 × π × x) human_ f2 0.125 0.0583 16.06 213.9
f lower_ f2 0.086 0.0553 10.95 143.4

Fig. 7. Visualization of analysis-reuse on example 1. Each row from left to right is: IGA numerical solution φh , network predicted solution φ̂h , absolute error 
and relative error between φh and φ̂h , and statistical curves of φh and φ̂h .

From Table 4, we can find that the network model trained on human_ f1 has a relative error of 7.05% of the predicted 
solution; the network model trained on f lower_ f1 has a relative error of only 2.38%, which shows that our method can 
accurately predict the numerical solution of the equation. However, we can find that the prediction errors of the human 
body model are larger than that of the flower model, which is because as the number of patches increases, the model 
becomes more complex and the learning of the network is more difficult.

We also show several visualization results of predicted solutions and their errors, as shown in Fig. 7. The shape of the 
network predicted solution φ̂h in the second column and the IGA solution φh in the first column are very similar, and the 
error value of φ̂h is very small, indicating that the network in this paper can accurately approximate φh . In addition, we 
sample and count the numerical solutions φh and φ̂h respectively to provide the statistical results, as shown in the last 
column of Fig. 7. The blue curve is the statistical result of φh , and the orange curve is the statistical result of φ̂h . The two 
statistical curves are also very close. From this point of view, it shows that the numerical solutions of the two are very 
similar. The fourth column is the relative error between φh and φ̂h .
11
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Fig. 8. Visualization of analysis-reuse on example 2. Each row from left to right is the same as Fig. 7.

4.3.2. Example 2
Similarly, we also use the proposed method to solve the Poisson equation with the periodically changing function f2 =

−100 × π2 × sin(2 × π × x) as the source function. We train the network of this paper on human_ f2 and f lower_ f2
respectively, and then use the optimal network model to predict the solution of the Poisson equation on other geometries 
that have not been seen by the model before. The values of the test indicators of the predicted solution are shown in the 
second part of Table 4. The visualization of the predicted solution and its error with the IGA numerical solution is shown in 
Fig. 8.

From Table 4, the network model trained on human_ f2 has a relative error of 16.06%; the network model trained on 
f lower_ f2 has a relative error of 10.95%. We can find that these errors are much higher than the experimental results on f1, 
which is because the source function f2 in this example is more complicated than f1. We additionally calculate the posterior 
error of the ground-truth IGA numerical solutions. The posterior errors are 17.7, 4.85, 103.4, and 26.26, corresponding to the 
datasets shown in Table 4, from top to bottom. Obviously, even the performance of the ground-truth IGA numerical solution 
algorithm diverses greatly among different equations. And there are more numerical solutions close to 0, so the relative 
error values are all higher than example 1. We can also draw this conclusion from the visualization results Fig. 8.

The visualization results of the predicted solution and its error are shown in Fig. 8. The shape of the network predicted 
solution φ̂h in the second column and the IGA solution φh in the first column are very similar, and the statistical curves 
of φ̂h and φh in the last column basically coincide, indicating that this method can predict the numerical solution of the 
equation in this example well.

4.4. Analysis-reusing on geometries with 1-genus

In order to verify the generality of our method, in this section, the proposed method is used to realize analysis-reuse on 
geometries with 1-genus. Firstly, we make a set of geometries with 1-genus, and as shown in Fig. 1(c), each geometry has a 
12
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Table 5
Performance of IGA-Reuse-Net on the geometries with 1-genus.

Dataset Absolute Error of Coefficients Absolute Error of Solution Relative Error of Solution (%) Posterior Error

hole_ f1 0.0148 0.0108 1.42 12.63
hole_ f2 0.0878 0.0594 3.63 91.7

Fig. 9. Visualization of the predicted analysis-reuse solution of Poisson equation with f1 and f2 as source functions on geometries with 1-genus. Each row 
from left to right is the same as Fig. 7.

hole inside. Similarly, two kinds of Poisson equations with different source functions on these geometries with 1-genus are 
solved, and two datasets hole_ f1 and hole_ f2 can be generated. The values of the test indicators of predicted solution are 
shown in Table 5. The visualization of the predicted solution and its errors with the IGA solution is shown in Fig. 9.

From Table 5, when solving the Poisson equation with f1 as the source function, the relative error of the IGA-Reuse-Net 
predicted solution is 1.42%; when solving the Poisson equation with f2 as the source function, the relative error of the IGA-
Reuse-Net predicted solution is 3.63%. Especially when the f2 as the source function, the relative error of the prediction 
solution on the geometries with 1-genus is much lower than that of the human body models and the flower models, which 
has a lot to do with the complexity of the geometries. In addition, as shown in Fig. 9(b), the visualization of the relative 
error in the fourth column, we can find that the relative error of the geometries with 1-genus is much lower than that on 
the human body models and the flower models in Fig. 8.

We realize the analysis-reuse for two kinds of Poisson equations with different source function on this set of geometries 
with 1-genus. Our method can quickly and accurately predict the solution of Poisson equation on geometries with different 
numbers of spline patches, and it can also predict on geometries with a hole inside. Besides, our current CNN architecture 
can also be extended to relatively regular 3D geometries, i.e. the control mesh of 3D geometry that can be easily sliced. But 
we cannot generate the matrix format dataset of complex 3D geometries by using our mapping method. In the future, we 
will make efforts to extend the proposed methodology to volumetric parameterization.
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Fig. 10. Our network is trained on datasets with different numbers of control points, and the relative errors of each network model on the test data.

Fig. 11. Our network is trained on datasets with different numbers of control points. The visualization of the errors between the prediction results of the 
trained network model and the IGA numerical solution refined 4 times. From left to right are the errors of refinement 0 to 4 times.

4.5. The influence of the number of control points on network training

In order to change the number of control points of the b-spline model, we uniformly refine the flower model by inserting 
knots, and a total of 5 sets of data with different numbers of refinement are generated. We refine the flower model 0 to 4 
times, and the number of control points on each b-spline is 52, 72, 112, 192, and 352, and the number of patches are 4, 16, 
64, 256 and 1024. When transforming the data refined 4 times into matrix format, since the matrix of 1282 is not enough 
to hold so many control points, we transform the data into matrix format of 2562. We train our network on these datasets 
with different times of refinement, and compare the relative errors of the numerical solutions of each network model on 
the test data, as shown in Fig. 10. Note that the numerical solutions compared during the test of each network model are 
numerical solutions at their respective precisions.

From Fig. 10, we can draw some conclusions. From refinement 0 to refinement twice, as the number of control points 
increases, the relative error decreases significantly. This phenomenon is related to the characteristics of the dataset in our 
paper. We make the input matrix with control points and padding 0s, and only the control points are useful values. For the 
original model without refinement, there are only 125 control points of the entire geometry. Compared with 1282 pixels, 
the proportion of these control points is very small, so other padding 0s have a great impact on network learning. However, 
as the number of control points increases, the useful data increases. This is beneficial for network learning, so the relative 
error decreases. The relative error of three times of refinement fluctuates, which is because the data fed to the network is 
still 1282 × 3, but the number of coefficients to be fitted by the network has increased a lot. But the relative error of four 
times of refinement has dropped a lot, because the size of the matrix we feed to the network is 2562 × 3. Compared with 
the matrix of 1282 × 3, the amount of data refined four times is increased four times, and the useful value is also more, so 
it is very beneficial to the network learning.

In addition, as the number of refinement increases, the precision of the IGA numerical solution also increases. As shown 
in Fig. 11, we compare the prediction results of the previously trained network model with the IGA numerical solution 
14
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Fig. 12. Regular geometry with five B-spline patches.

Table 6
Comparison of the performance between our method and PINNs in solving Poisson’s equation.

Method Absolute Error of Solution Relative Error of Solution (%) Time(s)

Our Method 0.0583 11.97 0.013
PINNs 5K 0.137 20.5 867
PINNs 10K 0.0765 14.3 1714
PINNs 15K 0.0550 11.08 2631

refined 4 times. It can be found that as the accuracy of the dataset increases, the accuracy of the network prediction also 
increases.

4.6. Comparison with PINNs

We compare the performance of the proposed method with the PINNs [Raissi et al. (2019)] that have been studied a lot 
in recent years. The network architecture of PINNs is very simple, it is a fully connected network. The input of PINNs is the 
coordinates (xi, yi) of the sampling point on the geometry, and the output is the numerical solution φ̂(xi, yi) corresponding 
to this point. PINNs can only solve PDEs on certain geometry once, that is, for different geometry of computational domain, 
PINNs need to be trained before they can predict the solution of the entire computational domain. On the contrary, our 
method only needs to train the network once, then we can predict the solutions for different geometry with consistent 
topology. It takes about 1 hour to prepare a training data, and 5 hours to train our model. After the network training is 
completed, our method only takes 0.013 s to predict the solution of a topology-consistent geometry. Moreover, PINNs can 
only obtain discrete finite-element solution, and our method can obtain continuous and smooth spline numerical solution. 
Specially, PINNs take the coordinates of a number of sampling points on the geometry as input; and output the solution 
values of these sampling point. Thus by using PINNs, we can only obtain discrete numerical solutions. In contrast, our 
method take coordinates of all the control points of a geometry as input; and outputs the coefficients of these control points. 
Afterwards, we can construct an expression for the numerical solution over the entire geometry by linearly combining these 
coefficients with spline basis functions. Therefore we can obtain smooth and continuous solutions by using our proposed 
method.

For the comparison, we solve the Poisson equation on the flower model composed of five B-spline patches. The source 
function is f1 = 100, and Dirichlet condition of 0 is imposed on the boundary. DEEPXDE [Lu et al. (2021)] library is used to 
train PINNs. The PINNs have 4 hidden layers with 50 neurons. We sample 2000 points on the geometry as shown in Fig. 12
for training, use Adam as the optimizer, and set the learning rate to be 0.001. The test results of the prediction and training 
time of PINNs with different iteration times are shown in Table 6.

From Table 6, we can find that as the number of training iterations increases, the test error of PINNs continues to 
decrease, but the training time continues to increase. Until the number of training iterations reaches 15k, the absolute error 
and relative error of the predicted solution of PINNs are lower than our method. At this time, the training time required 
for PINNs is 2631 s, and our method only needs 0.013 s to get a solution with similar accuracy. With the increase of 
test geometry, the test time required for PINNs increases linearly on the basis of 2631 s, while our test time only takes a 
few minutes at most. This experiment is sufficient to show that a good trade-off between accuracy and efficiency can be 
achieved by the proposed framework. Our method outperforms the PINN model when predicting the solution of the Poisson 
equation on a new geometry, because our method is not only fast, but also gets a continuous and smooth spline solution.

5. Conclusion

In this paper, we proposed a deep learning framework combined with isogeometric analysis called IGA-Reuse-Net for 
efficient reuse of numerical simulation on a set of topology-consistent B-spline planar parameterizations. Compared with 
previous data-driven numerical simulation methods only for simple computational domains, our method can predict more 
accurate PDE solutions over topology-consistent geometries with complex boundaries. A good trade-off between accuracy 
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and efficiency can be achieved by the proposed framework. Our framework outperforms the PINN model and yields remark-
able prediction solutions.

Moreover, although the current research focus on solving the Poisson equation, the method proposed in this paper 
provides an idea to find a faster and more robust method to solve other complex PDEs.
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